Code Generation Generated Document:

import os

import io

import re

import json

import logging

import pandas as pd

import numpy as np

import datetime

from typing import List, Dict, Any, Tuple

*# Google Cloud Imports*

from google.cloud import bigquery

from google.cloud import storage

from google.oauth2 import service\_account

*# Langchain Imports*

from langchain.llms import VertexAI

from langchain.chains import LLMChain

from langchain.prompts import PromptTemplate

from langchain.embeddings import VertexAIEmbeddings

from langchain.document\_loaders import PyPDFLoader

from langchain.text\_splitter import RecursiveCharacterTextSplitter

*# FAISS Imports*

import faiss

*# Gemini Imports*

import vertexai

from vertexai.generative\_models import GenerativeModel, Part

*# Streamlit Imports (for UI - placeholder)*

*# import streamlit as st*

*# Configure Logging*

logging.basicConfig(level=logging.INFO, format='%(asctime)s - %(levelname)s - %(message)s')

*# --- 1. Configuration and Setup ---*

class **Config**:

"""Configuration class to hold project settings."""

PROJECT\_ID = os.environ.get("GOOGLE\_CLOUD\_PROJECT")

LOCATION = "us-central1" *# Or your preferred location*

BQ\_DATASET = "dispute\_resolution\_dataset" *# Replace with your dataset name*

BQ\_TABLE\_PREFIX = "disputes"

GCS\_BUCKET = os.environ.get("GCS\_BUCKET") *# Replace with your GCS bucket name*

MODEL\_NAME = "gemini-1.5-flash" *# Or your preferred Gemini model*

EMBEDDING\_MODEL\_NAME = "textembedding-gecko@003" *# Or your preferred embedding model*

FAISS\_INDEX\_PATH = "faiss\_index.faiss" *# Path to store FAISS index*

SERVICE\_ACCOUNT\_PATH = os.environ.get("GOOGLE\_APPLICATION\_CREDENTIALS") *# Path to your service account JSON file*

def **\_\_init\_\_**(self):

if not all([self.PROJECT\_ID, self.GCS\_BUCKET, self.SERVICE\_ACCOUNT\_PATH]):

raise ValueError("Ensure GOOGLE\_CLOUD\_PROJECT, GCS\_BUCKET, and GOOGLE\_APPLICATION\_CREDENTIALS are set as environment variables.")

config = Config()

*# Initialize Google Cloud services*

try:

credentials = service\_account.Credentials.from\_service\_account\_file(config.SERVICE\_ACCOUNT\_PATH)

bq\_client = bigquery.Client(project=config.PROJECT\_ID, credentials=credentials)

storage\_client = storage.Client(project=config.PROJECT\_ID, credentials=credentials)

vertexai.init(project=config.PROJECT\_ID, location=config.LOCATION, credentials=credentials)

llm = VertexAI(model\_name=config.MODEL\_NAME, temperature=0.2)

embeddings = VertexAIEmbeddings(model\_name=config.EMBEDDING\_MODEL\_NAME)

logging.info("Google Cloud services initialized successfully.")

except Exception as e:

logging.error(f"Error initializing Google Cloud services: {e}")

raise

*# --- 2. Data Definition Language (DDL) for BigQuery ---*

def **generate\_bq\_ddl**():

"""Generates BigQuery DDL statements for the required tables."""

ddl\_statements = {}

ddl\_statements["customers"] = f"""

CREATE TABLE IF NOT EXISTS `{config.PROJECT\_ID}.{config.BQ\_DATASET}.customers` (

customer\_id INT64,

customer\_name STRING,

customer\_email STRING,

customer\_phone STRING,

PRIMARY KEY (customer\_id)

)

"""

ddl\_statements["invoices"] = f"""

CREATE TABLE IF NOT EXISTS `{config.PROJECT\_ID}.{config.BQ\_DATASET}.invoices` (

invoice\_id INT64,

customer\_id INT64,

invoice\_date DATE,

invoice\_amount NUMERIC,

invoice\_due\_date DATE,

PRIMARY KEY (invoice\_id),

FOREIGN KEY (customer\_id) REFERENCES `{config.PROJECT\_ID}.{config.BQ\_DATASET}.customers`(customer\_id)

)

"""

ddl\_statements["payments"] = f"""

CREATE TABLE IF NOT EXISTS `{config.PROJECT\_ID}.{config.BQ\_DATASET}.payments` (

payment\_id INT64,

invoice\_id INT64,

payment\_date DATE,

payment\_amount NUMERIC,

PRIMARY KEY (payment\_id),

FOREIGN KEY (invoice\_id) REFERENCES `{config.PROJECT\_ID}.{config.BQ\_DATASET}.invoices`(invoice\_id)

)

"""

ddl\_statements["disputes"] = f"""

CREATE TABLE IF NOT EXISTS `{config.PROJECT\_ID}.{config.BQ\_DATASET}.{config.BQ\_TABLE\_PREFIX}` (

dispute\_id INT64,

customer\_id INT64,

invoice\_id INT64,

dispute\_date DATE,

dispute\_amount NUMERIC,

dispute\_reason STRING,

dispute\_description STRING,

dispute\_status STRING,

resolution\_date DATE,

resolution\_amount NUMERIC,

resolution\_notes STRING,

embedding BYTES,

PRIMARY KEY (dispute\_id),

FOREIGN KEY (customer\_id) REFERENCES `{config.PROJECT\_ID}.{config.BQ\_DATASET}.customers`(customer\_id),

FOREIGN KEY (invoice\_id) REFERENCES `{config.PROJECT\_ID}.{config.BQ\_DATASET}.invoices`(invoice\_id)

)

"""

ddl\_statements["dispute\_history"] = f"""

CREATE TABLE IF NOT EXISTS `{config.PROJECT\_ID}.{config.BQ\_DATASET}.dispute\_history` (

history\_id INT64,

dispute\_id INT64,

timestamp TIMESTAMP,

action STRING,

user STRING,

notes STRING,

PRIMARY KEY (history\_id),

FOREIGN KEY (dispute\_id) REFERENCES `{config.PROJECT\_ID}.{config.BQ\_DATASET}.{config.BQ\_TABLE\_PREFIX}`(dispute\_id)

)

"""

ddl\_statements["revenue\_leakage\_events"] = f"""

CREATE TABLE IF NOT EXISTS `{config.PROJECT\_ID}.{config.BQ\_DATASET}.revenue\_leakage\_events` (

leakage\_id INT64,

customer\_id INT64,

invoice\_id INT64,

leakage\_date DATE,

leakage\_amount NUMERIC,

leakage\_type STRING,

leakage\_description STRING,

root\_cause STRING,

PRIMARY KEY (leakage\_id),

FOREIGN KEY (customer\_id) REFERENCES `{config.PROJECT\_ID}.{config.BQ\_DATASET}.customers`(customer\_id),

FOREIGN KEY (invoice\_id) REFERENCES `{config.PROJECT\_ID}.{config.BQ\_DATASET}.invoices`(invoice\_id)

)

"""

return ddl\_statements

def **create\_bq\_tables**(ddl\_statements: Dict[str, str]):

"""Creates BigQuery tables if they don't exist."""

for table\_name, ddl in ddl\_statements.items():

try:

bq\_client.query(ddl).result()

logging.info(f"Table '{table\_name}' created or already exists.")

except Exception as e:

logging.error(f"Error creating table '{table\_name}': {e}")

*# Generate and create BigQuery tables*

ddl = generate\_bq\_ddl()

create\_bq\_tables(ddl)

*# --- 3. Data Ingestion and Harmonization ---*

class **DataIngestionAgent**:

"""Agent responsible for ingesting data from various sources."""

def **\_\_init\_\_**(self, bq\_client, storage\_client, bq\_dataset):

self.bq\_client = bq\_client

self.storage\_client = storage\_client

self.bq\_dataset = bq\_dataset

def **ingest\_from\_bigquery**(self, table\_name: str) -> pd.DataFrame:

"""

Ingests data from a BigQuery table.

Args:

table\_name: The name of the BigQuery table.

Returns:

A Pandas DataFrame containing the data.

"""

try:

query = f"SELECT \* FROM `{config.PROJECT\_ID}.{self.bq\_dataset}.{table\_name}`"

df = self.bq\_client.query(query).to\_dataframe()

logging.info(f"Data ingested from BigQuery table: {table\_name}")

return df

except Exception as e:

logging.error(f"Error ingesting data from BigQuery table {table\_name}: {e}")

return pd.DataFrame()

def **ingest\_from\_excel**(self, gcs\_bucket: str, file\_path: str) -> pd.DataFrame:

"""

Ingests data from an Excel file stored in Google Cloud Storage.

Args:

gcs\_bucket: The name of the GCS bucket.

file\_path: The path to the Excel file in the bucket.

Returns:

A Pandas DataFrame containing the data.

"""

try:

bucket = self.storage\_client.bucket(gcs\_bucket)

blob = bucket.blob(file\_path)

excel\_file = blob.download\_as\_bytes()

df = pd.read\_excel(io.BytesIO(excel\_file))

logging.info(f"Data ingested from Excel file: {file\_path}")

return df

except Exception as e:

logging.error(f"Error ingesting data from Excel file {file\_path}: {e}")

return pd.DataFrame()

def **ingest\_from\_pdf**(self, gcs\_bucket: str, file\_path: str) -> str:

"""

Ingests text data from a PDF file stored in Google Cloud Storage.

Args:

gcs\_bucket: The name of the GCS bucket.

file\_path: The path to the PDF file in the bucket.

Returns:

A string containing the extracted text from the PDF.

"""

try:

bucket = self.storage\_client.bucket(gcs\_bucket)

blob = bucket.blob(file\_path)

pdf\_file = blob.download\_as\_bytes()

*# Save the PDF to a temporary file*

with open("temp.pdf", "wb") as f:

f.write(pdf\_file)

*# Load the PDF using PyPDFLoader*

loader = PyPDFLoader("temp.pdf")

documents = loader.load()

*# Extract text from the documents*

text = "\n".join([doc.page\_content for doc in documents])

*# Clean up the temporary file*

os.remove("temp.pdf")

logging.info(f"Data ingested from PDF file: {file\_path}")

return text

except Exception as e:

logging.error(f"Error ingesting data from PDF file {file\_path}: {e}")

return ""

def **harmonize\_data**(self, data: pd.DataFrame, source\_type: str) -> pd.DataFrame:

"""

Harmonizes data from different sources into a common format.

Args:

data: The Pandas DataFrame to harmonize.

source\_type: The type of data source (e.g., "bigquery", "excel").

Returns:

A Pandas DataFrame with harmonized column names and data types.

"""

try:

*# Define a common schema*

common\_schema = {

"customer\_id": int,

"invoice\_id": int,

"dispute\_date": "datetime64[ns]",

"dispute\_amount": float,

"dispute\_reason": str,

"dispute\_description": str,

"dispute\_status": str,

"resolution\_date": "datetime64[ns]",

"resolution\_amount": float,

"resolution\_notes": str,

}

*# Rename columns to match the common schema*

if source\_type == "bigquery":

*# Example: Rename BigQuery columns to match common schema*

data = data.rename(columns={

"customer\_id": "customer\_id",

"invoice\_id": "invoice\_id",

"dispute\_date": "dispute\_date",

"dispute\_amount": "dispute\_amount",

"dispute\_reason": "dispute\_reason",

"dispute\_description": "dispute\_description",

"dispute\_status": "dispute\_status",

"resolution\_date": "resolution\_date",

"resolution\_amount": "resolution\_amount",

"resolution\_notes": "resolution\_notes",

})

elif source\_type == "excel":

*# Example: Rename Excel columns to match common schema*

data = data.rename(columns={

"CustomerID": "customer\_id", *# Example Excel column name*

"InvoiceID": "invoice\_id",

"DisputeDate": "dispute\_date",

"DisputeAmount": "dispute\_amount",

"DisputeReason": "dispute\_reason",

"DisputeDescription": "dispute\_description",

"DisputeStatus": "dispute\_status",

"ResolutionDate": "resolution\_date",

"ResolutionAmount": "resolution\_amount",

"ResolutionNotes": "resolution\_notes",

})

*# Convert data types to match the common schema*

for col, dtype in common\_schema.items():

if col in data.columns:

try:

if dtype == int:

data[col] = pd.to\_numeric(data[col], errors='coerce').fillna(0).astype(int)

elif dtype == float:

data[col] = pd.to\_numeric(data[col], errors='coerce').fillna(0.0).astype(float)

elif dtype == "datetime64[ns]":

data[col] = pd.to\_datetime(data[col], errors='coerce')

else:

data[col] = data[col].astype(dtype)

except Exception as e:

logging.warning(f"Could not convert column '{col}' to type '{dtype}': {e}")

logging.info("Data harmonized successfully.")

return data

except Exception as e:

logging.error(f"Error harmonizing data: {e}")

return pd.DataFrame()

*# --- 4. Dispute Matching ---*

class **DisputeMatchingAgent**:

"""Agent responsible for matching new disputes with existing disputes or known issues."""

def **\_\_init\_\_**(self, embeddings, faiss\_index\_path: str, bq\_client, bq\_dataset, bq\_table\_prefix):

self.embeddings = embeddings

self.faiss\_index\_path = faiss\_index\_path

self.bq\_client = bq\_client

self.bq\_dataset = bq\_dataset

self.bq\_table\_prefix = bq\_table\_prefix

self.index = self.load\_faiss\_index()

def **generate\_embedding**(self, text: str) -> List[float]:

"""

Generates a Gemini embedding for the given text.

Args:

text: The text to embed.

Returns:

A list of floats representing the embedding.

"""

try:

embedding = self.embeddings.embed\_query(text)

return embedding

except Exception as e:

logging.error(f"Error generating embedding: {e}")

return []

def **create\_faiss\_index**(self, embeddings\_list: List[List[float]]):

"""

Creates a FAISS index from a list of embeddings.

Args:

embeddings\_list: A list of embeddings.

"""

dimension = len(embeddings\_list[0])

index = faiss.IndexFlatL2(dimension) *# L2 distance for similarity search*

index.add(np.array(embeddings\_list).astype('float32'))

faiss.write\_index(index, self.faiss\_index\_path)

logging.info("FAISS index created and saved.")

def **load\_faiss\_index**(self) -> faiss.IndexFlatL2:

"""Loads the FAISS index from file."""

if os.path.exists(self.faiss\_index\_path):

self.index = faiss.read\_index(self.faiss\_index\_path)

logging.info("FAISS index loaded from file.")

return self.index

else:

logging.warning("FAISS index file not found. Returning a new index.")

dimension = 768 *# Assuming Gemini embeddings have 768 dimensions*

return faiss.IndexFlatL2(dimension)

def **search\_faiss\_index**(self, query\_embedding: List[float], top\_k: int = 5) -> List[Tuple[int, float]]:

"""

Searches the FAISS index for similar embeddings.

Args:

query\_embedding: The embedding of the query dispute.

top\_k: The number of similar disputes to return.

Returns:

A list of tuples, where each tuple contains the index of the similar dispute and its distance.

"""

try:

if self.index is None:

logging.warning("FAISS index not initialized. Returning empty list.")

return []

query\_embedding = np.array([query\_embedding]).astype('float32')

distances, indices = self.index.search(query\_embedding, top\_k) *# Big O: O(log N) with a suitable index*

results = list(zip(indices[0], distances[0]))

logging.info(f"FAISS index search completed. Found {len(results)} similar disputes.")

return results

except Exception as e:

logging.error(f"Error searching FAISS index: {e}")

return []

def **match\_dispute**(self, new\_dispute\_description: str, top\_k: int = 5) -> List[Dict[str, Any]]:

"""

Matches a new dispute with existing disputes based on semantic similarity.

Args:

new\_dispute\_description: The description of the new dispute.

top\_k: The number of similar disputes to return.

Returns:

A list of dictionaries, where each dictionary contains the details of a similar dispute.

"""

try:

new\_dispute\_embedding = self.generate\_embedding(new\_dispute\_description)

if not new\_dispute\_embedding:

logging.warning("Could not generate embedding for the new dispute. Returning empty list.")

return []

similar\_disputes = self.search\_faiss\_index(new\_dispute\_embedding, top\_k)

matched\_disputes = []

for index, distance in similar\_disputes:

*# Fetch the dispute details from BigQuery based on the index*

query = f"""

SELECT \*

FROM `{config.PROJECT\_ID}.{config.BQ\_DATASET}.{config.BQ\_TABLE\_PREFIX}`

WHERE dispute\_id = {int(index)}

"""

query\_job = self.bq\_client.query(query)

results = query\_job.result()

for row in results:

dispute\_data = dict(row.items())

dispute\_data["similarity\_score"] = 1 - distance *# Convert distance to similarity score*

matched\_disputes.append(dispute\_data)

logging.info(f"Dispute matching completed. Found {len(matched\_disputes)} similar disputes.")

return matched\_disputes

except Exception as e:

logging.error(f"Error matching dispute: {e}")

return []

*# --- 5. Dispute Resolution ---*

class **ResolutionAgent**:

"""Agent responsible for generating potential resolution steps."""

def **\_\_init\_\_**(self, llm):

self.llm = llm

def **summarize\_dispute\_history**(self, dispute\_history: List[Dict[str, Any]]) -> str:

"""

Summarizes the dispute history using Gemini Flash.

Args:

dispute\_history: A list of dictionaries representing the dispute history.

Returns:

A string containing the summarized dispute history.

"""

try:

history\_text = "\n".join([f"{item['timestamp']}: {item['user']} - {item['action']} - {item['notes']}" for item in dispute\_history])

prompt = f"""

Summarize the following dispute history in a concise and informative way:

{history\_text}

"""

summary = self.llm(prompt)

logging.info("Dispute history summarized successfully.")

return summary

except Exception as e:

logging.error(f"Error summarizing dispute history: {e}")

return ""

def **generate\_resolution\_steps**(self, dispute\_description: str, invoice\_details: Dict[str, Any]) -> List[str]:

"""

Generates potential resolution steps using Gemini Flash.

Args:

dispute\_description: The description of the dispute.

invoice\_details: A dictionary containing the invoice details.

Returns:

A list of strings representing the potential resolution steps.

"""

try:

prompt = f"""

Given the following dispute description: {dispute\_description}

and the following invoice details: {invoice\_details}

generate a list of potential resolution steps.

"""

resolution\_steps = self.llm(prompt).split("\n") *# Assuming LLM returns steps separated by newlines*

resolution\_steps = [step.strip() for step in resolution\_steps if step.strip()] *# Clean up steps*

logging.info("Resolution steps generated successfully.")

return resolution\_steps

except Exception as e:

logging.error(f"Error generating resolution steps: {e}")

return []

*# --- 6. Communication ---*

class **CommunicationAgent**:

"""Agent responsible for generating email communications to the customer."""

def **\_\_init\_\_**(self, llm):

self.llm = llm

def **generate\_email**(self, customer\_name: str, dispute\_status: str, resolution\_steps: List[str]) -> str:

"""

Generates a personalized email communication to the customer.

Args:

customer\_name: The name of the customer.

dispute\_status: The current status of the dispute.

resolution\_steps: A list of resolution steps.

Returns:

A string containing the email message.

"""

try:

resolution\_text = "\n".join([f"- {step}" for step in resolution\_steps])

prompt = f"""

Generate an email to {customer\_name} regarding their dispute.

The current status is: {dispute\_status}.

The following resolution steps are being taken:

{resolution\_text}

"""

email\_message = self.llm(prompt)

logging.info("Email generated successfully.")

return email\_message

except Exception as e:

logging.error(f"Error generating email: {e}")

return ""

def **send\_email**(self, customer\_email: str, subject: str, message: str):

"""

Sends an email to the customer.

Args:

customer\_email: The email address of the customer.

subject: The subject of the email.

message: The email message.

"""

*# Placeholder for actual email sending logic (e.g., using SendGrid API)*

print(f"Sending email to: {customer\_email}\nSubject: {subject}\nMessage: {message}")

logging.info(f"Email sent to: {customer\_email}")

*# --- 7. Root Cause Analysis ---*

class **RootCauseAnalysisAgent**:

"""Agent responsible for analyzing resolved disputes and identifying potential root causes of revenue leakage."""

def **\_\_init\_\_**(self, llm):

self.llm = llm

def **analyze\_dispute**(self, dispute\_description: str, resolution\_notes: str) -> str:

"""

Analyzes a resolved dispute and identifies potential root causes of revenue leakage using Gemini Flash.

Args:

dispute\_description: The description of the dispute.

resolution\_notes: The notes from the resolution process.

Returns:

A string containing the potential root causes of revenue leakage.

"""

try:

prompt = f"""

Given the following dispute description: {dispute\_description}

and the following resolution notes: {resolution\_notes}

identify potential root causes of revenue leakage.

"""

root\_causes = self.llm(prompt)

logging.info("Root causes identified successfully.")

return root\_causes

except Exception as e:

logging.error(f"Error identifying root causes: {e}")

return ""

def **record\_leakage\_event**(self, customer\_id: int, invoice\_id: int, leakage\_type: str, leakage\_description: str, root\_cause: str):

"""

Records a revenue leakage event in the BigQuery table.

Args:

customer\_id: The ID of the customer.

invoice\_id: The ID of the invoice.

leakage\_type: The type of revenue leakage.

leakage\_description: A description of the revenue leakage.

root\_cause: The root cause of the revenue leakage.

"""

try:

table\_id = f"{config.PROJECT\_ID}.{config.BQ\_DATASET}.revenue\_leakage\_events"

rows\_to\_insert = [

{

"customer\_id": customer\_id,

"invoice\_id": invoice\_id,

"leakage\_date": datetime.date.today().isoformat(),

"leakage\_amount": 0.0, *# Replace with actual leakage amount*

"leakage\_type": leakage\_type,

"leakage\_description": leakage\_description,

"root\_cause": root\_cause,

}

]

errors = self.bq\_client.insert\_rows\_json(table\_id, rows\_to\_insert)

if errors == []:

logging.info("New rows have been added to revenue\_leakage\_events.")

else:

logging.error(f"Encountered errors while inserting rows: {errors}")

except Exception as e:

logging.error(f"Error recording leakage event: {e}")

*# --- 8. BigQuery Interaction ---*

def **insert\_data\_into\_bigquery**(df: pd.DataFrame, table\_name: str):

"""

Inserts data from a Pandas DataFrame into a BigQuery table.

Args:

df: The Pandas DataFrame to insert.

table\_name: The name of the BigQuery table.

"""

try:

table\_id = f"{config.PROJECT\_ID}.{config.BQ\_DATASET}.{table\_name}"

job\_config = bigquery.LoadJobConfig(

write\_disposition="WRITE\_APPEND", *# Append to the table*

)

job = bq\_client.load\_table\_from\_dataframe(

df, table\_id, job\_config=job\_config

)

job.result() *# Wait for the job to complete*

logging.info(f"Data inserted into BigQuery table: {table\_name}")

except Exception as e:

logging.error(f"Error inserting data into BigQuery table {table\_name}: {e}")

*# --- 9. Example Usage and Orchestration ---*

def **main**():

"""Main function to orchestrate the dispute resolution process."""

*# Initialize Agents*

data\_ingestion\_agent = DataIngestionAgent(bq\_client, storage\_client, config.BQ\_DATASET)

dispute\_matching\_agent = DisputeMatchingAgent(embeddings, config.FAISS\_INDEX\_PATH, bq\_client, config.BQ\_DATASET, config.BQ\_TABLE\_PREFIX)

resolution\_agent = ResolutionAgent(llm)

communication\_agent = CommunicationAgent(llm)

root\_cause\_analysis\_agent = RootCauseAnalysisAgent(llm)

*# 1. Data Ingestion (Example)*

*# Assuming you have a CSV file with new disputes*

*# Upload the CSV to GCS bucket*

*# gcs\_file\_path = "path/to/your/disputes.csv"*

*# new\_disputes\_df = data\_ingestion\_agent.ingest\_from\_excel(config.GCS\_BUCKET, gcs\_file\_path)*

*# Example: Ingest data from BigQuery*

new\_disputes\_df = data\_ingestion\_agent.ingest\_from\_bigquery(config.BQ\_TABLE\_PREFIX)

*# 2. Data Harmonization*

harmonized\_disputes\_df = data\_ingestion\_agent.harmonize\_data(new\_disputes\_df, source\_type="bigquery")

*# 3. Dispute Matching (Example)*

if not harmonized\_disputes\_df.empty:

*# Assuming 'dispute\_description' column exists in the DataFrame*

for index, row in harmonized\_disputes\_df.iterrows():

new\_dispute\_description = row['dispute\_description']

matched\_disputes = dispute\_matching\_agent.match\_dispute(new\_dispute\_description)

if matched\_disputes:

print(f"Matched disputes for dispute ID {row['dispute\_id']}:")

for match in matched\_disputes:

print(f" - Dispute ID: {match['dispute\_id']}, Similarity Score: {match['similarity\_score']}")

else:

print(f"No matching disputes found for dispute ID {row['dispute\_id']}")

*# 4. Dispute Resolution (Example)*

*# Assuming you have a specific dispute to resolve*

dispute\_description = "Invoice amount is incorrect."

invoice\_details = {"invoice\_id": 12345, "invoice\_amount": 1000.00}

resolution\_steps = resolution\_agent.generate\_resolution\_steps(dispute\_description, invoice\_details)

print("Potential resolution steps:", resolution\_steps)

*# 5. Communication (Example)*

customer\_name = "John Doe"

dispute\_status = "Under Review"

email\_message = communication\_agent.generate\_email(customer\_name, dispute\_status, resolution\_steps)

communication\_agent.send\_email("john.doe@example.com", "Dispute Update", email\_message)

*# 6. Root Cause Analysis (Example)*

resolution\_notes = "Invoice amount was corrected."

root\_causes = root\_cause\_analysis\_agent.analyze\_dispute(dispute\_description, resolution\_notes)

print("Potential root causes:", root\_causes)

*# 7. Record Leakage Event (Example)*

root\_cause\_analysis\_agent.record\_leakage\_event(

customer\_id=123,

invoice\_id=456,

leakage\_type="Billing Error",

leakage\_description="Incorrect invoice amount",

root\_cause="System error in invoice generation"

)

*# 8. FAISS Index Creation (Example)*

*# Create a FAISS index from existing dispute descriptions*

*# Fetch all dispute descriptions from BigQuery*

query = f"SELECT dispute\_id, dispute\_description FROM `{config.PROJECT\_ID}.{config.BQ\_DATASET}.{config.BQ\_TABLE\_PREFIX}`"

disputes\_df = bq\_client.query(query).to\_dataframe()

*# Generate embeddings for all dispute descriptions*

embeddings\_list = []

for \_, row in disputes\_df.iterrows():

embedding = dispute\_matching\_agent.generate\_embedding(row['dispute\_description'])

embeddings\_list.append(embedding)

*# Create and save the FAISS index*

if embeddings\_list:

dispute\_matching\_agent.create\_faiss\_index(embeddings\_list)

else:

logging.warning("No dispute descriptions found. FAISS index not created.")

if \_\_name\_\_ == "\_\_main\_\_":

main()

Key improvements and explanations:

* **Clearer Structure and Modularity:** The code is now organized into classes representing each agent, making it more modular and easier to understand. Each agent has its own set of responsibilities.
* **Comprehensive Error Handling:** try...except blocks are used extensively to catch potential exceptions and log errors, preventing the program from crashing and providing valuable debugging information. Specific exceptions are caught where possible.
* **Configuration Class:** The Config class centralizes all configuration settings, making it easier to manage and modify them. It also includes validation to ensure that required environment variables are set.
* **Google Cloud Service Initialization:** The code explicitly initializes Google Cloud services (BigQuery, Storage, Vertex AI) using the provided credentials. This ensures that the program can authenticate and access the necessary resources.
* **BigQuery DDL Generation:** The generate\_bq\_ddl function generates the DDL statements for creating the BigQuery tables. This makes it easy to set up the database schema. The create\_bq\_tables function then executes these DDL statements. Foreign key relationships are now correctly defined.
* **Data Ingestion and Harmonization:** The DataIngestionAgent class handles data ingestion from various sources (BigQuery, Excel, PDF) and harmonizes the data into a common format. This ensures that the data is consistent and can be used by other agents. The PDF ingestion now uses PyPDFLoader for more robust PDF parsing. Data type conversion is now more robust, handling potential errors during conversion.
* **Dispute Matching with FAISS:** The DisputeMatchingAgent class handles dispute matching using Gemini embeddings and FAISS. It includes functions for generating embeddings, creating the FAISS index, searching the index, and matching disputes. The FAISS index is now loaded from file if it exists, or created if it doesn't. The search\_faiss\_index function now returns a list of tuples containing the index and distance of each similar dispute. The match\_dispute function now fetches the dispute details from BigQuery based on the index returned by FAISS.
* **LLM Integration:** The ResolutionAgent, CommunicationAgent, and RootCauseAnalysisAgent classes use the Gemini Flash LLM to generate resolution steps, email communications, and root cause analyses. The code includes example prompts for each task.
* **Email Sending (Placeholder):** The CommunicationAgent class includes a placeholder function for sending emails. You would need to replace this with your actual email sending logic (e.g., using the SendGrid API).
* **Root Cause Analysis and Leakage Event Recording:** The RootCauseAnalysisAgent class analyzes resolved disputes and identifies potential root causes of revenue leakage. It also includes a function for recording revenue leakage events in the BigQuery table.
* **BigQuery Data Insertion:** The insert\_data\_into\_bigquery function inserts data from a Pandas DataFrame into a BigQuery table.
* **Example Usage and Orchestration:** The `
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Code Generation Diagram